Verilog

Full adder

module fulladder (a, b, cin, sum, cout);

input a, b, cin;

output sum, cout;

assign sum = a^b^cin;

assign cout = (a&b)|(b&cin)|(a&cin);

endmodule

**TESTBENCH**

module fulladder\_tb;

reg a;

reg b;

reg c;

wire sum;

wire cout;

fa uut (  .a(a),   .b(b),.c(c),.sum(sum),.cout(cout)  );

initial begin

#10 a=1’b0;b=1’b0;c=1’b0;

#10 a=1’b0;b=1’b0;c=1’b1;

#10 a=1’b0;b=1’b1;c=1’b0;

#10 a=1’b0;b=1’b1;c=1’b1;

#10 a=1’b1;b=1’b0;c=1’b0;

#10 a=1’b1;b=1’b0;c=1’b1;

#10 a=1’b1;b=1’b1;c=1’b0;

#10 a=1’b1;b=1’b1;c=1’b1;

#10$stop;

end

endmodule

**ENCODER**

module encoder (I,D);

input [7:0] I;

output [2:0] D;

reg [2:0] D;

always @ (I)

begin

if (I[7]==1'B1) D=3'B111;

else if (I[6]==1'B1) D=3'B110;

else if (I[5]==1'B1) D=3'B101;

else if (I[4]==1'B1) D=3'B100;

else if (I[3]==1'B1) D=3'B011;

else if (I[2]==1'B1) D=3'B010;

else if (I[1]==1'B1) D=3'B001;

else if (I[0]==1'B1) D=3'B000;

else D=3'BZZZ;

end

endmodule

**Encoder( without priority)TestBench**

module encoder\_tb;

reg [7:0] I;

wire [2:0] D;

encoder uut(

.D(D),

.I(I)

);

initial begin

// Initialize Inputs

#10 I = 8'b10000000;

#10 I = 8'b01000000;

#10 I = 8'b00100000;

#10 I = 8'b00010000;

#10 I= 8'b00001000;

#10 I= 8'b00000100;

#10 I = 8'b00000010;

#10 I = 8'b00000001;

#10;

end

initial begin

$monitor("time=",$time, "I=%b : D=%b ",I,D);

end

endmodule

**with priority(Replace this in encoder testbench)**

I = 8'b00000001;

I= 8'b0000001x;

I = 8'b000001xx;

I = 8'b00001xxx;

I= 8'b0001xxxx;

I = 8'b001xxxxx;

I = 8'b01xxxxxx;

I = 8'b1xxxxxxx;

**Verilog**

**Decoder**

module decoder(I,D);

input [1:0] I;

output [3:0] D;

reg [3:0] D;

always @(I)

begin

if (I==2'B00) D=4'B0001;

else if (I==2'B01) D=4'B0010;

else if (I==2'B10) D=4'B0100;

else if (I==2'B11) D=4'B1000;

else D=4'BZZZZ;

end

endmodule

**Decoder Testbench**

module decoder\_tb;

reg [1:0] I;

wire [3:0] D;

decoder uut(

.D(D),

.I(I)

);

initial begin

// Initialize Inputs

I=2'b00; #20;

I = 2'b01; #20;

I = 2'b10; #20;

I = 2'b11; #20;

end

endmodule

**ALU**

module alu(

input [7:0] A,B, // ALU 8-bit Inputs

input [3:0] ALU\_Sel,// ALU Selection

output [7:0] ALU\_Out, // ALU 8-bit Output

output CarryOut // Carry Out Flag

);

reg [7:0] ALU\_Result;

wire [8:0] tmp;

assign ALU\_Out = ALU\_Result; // ALU out

assign tmp = {1'b0,A} + {1'b0,B};

assign CarryOut = tmp[8]; // Carryout flag

always @(\*)

begin

case(ALU\_Sel)

4'b0000: // Addition

ALU\_Result = A + B ;

4'b0001: // Subtraction

ALU\_Result = A - B ;

4'b0010: // Multiplication

ALU\_Result = A \* B;

4'b0011: // Division

ALU\_Result = A/B;

4'b0100: // Logical shift left

ALU\_Result = A<<1;

4'b0101: // Logical shift right

ALU\_Result = A>>1;

4'b0110: // Rotate left

ALU\_Result = {A[6:0],A[7]};

4'b0111: // Rotate right

ALU\_Result = {A[0],A[7:1]};

4'b1000: // Logical and

ALU\_Result = A & B;

4'b1001: // Logical or

ALU\_Result = A | B;

4'b1010: // Logical xor

ALU\_Result = A ^ B;

4'b1011: // Logical nor

ALU\_Result = ~(A | B);

4'b1100: // Logical nand

ALU\_Result = ~(A & B);

4'b1101: // Logical xnor

ALU\_Result = ~(A ^ B);

4'b1110: // Greater comparison

ALU\_Result = (A>B)?8'd1:8'd0 ;

4'b1111: // Equal comparison

ALU\_Result = (A==B)?8'd1:8'd0 ;

default: ALU\_Result = A + B ;

endcase

end

endmodule

**TESTBENCH**

`timescale 1ns / 1ps

module tb\_alu;

//Inputs

reg[7:0] A,B;

reg[3:0] ALU\_Sel;

//Outputs

wire[7:0] ALU\_Out;

wire CarryOut;

// Verilog code for ALU

integer i;

alu test\_unit(

A,B, // ALU 8-bit Inputs

ALU\_Sel,// ALU Selection

ALU\_Out, // ALU 8-bit Output

CarryOut // Carry Out Flag

);

initial begin

// hold reset state for 100 ns.

A = 8'h0A;

B = 4'h0B;

ALU\_Sel = 4'h0;

for (i=0;i<=15;i=i+1)

begin

ALU\_Sel = ALU\_Sel + 8'h01;

#10;

end

end

endmodule

**Synchronous Counter**

module counter\_behav ( count,reset,clk);

input wire reset, clk;

output reg [3:0] count;

always @(posedge clk) if (reset)

count <= 4'b0000; else

count <= count + 4'b0001;

endmodule

module mycounter\_t ;

wire [3:0] count;

reg reset,clk; initial

clk = 1'b0; always

#5 clk = ~clk;

counter\_behav m1 ( count,reset,clk);

initial

begin

reset = 1'b0 ;

#15 reset =1'b1;

#30 reset =1'b0;

#300 $finish; end

initial

$monitor ($time, "Output count = %d ",count );

Endmodule

**Asynchronous Counter**

module ripple\_counter (clock, toggle, reset, count); input clock, toggle, reset;

output [3:0] count;

reg [3:0] count;

wire c0, c1, c2;

assign c0 = count[0],

c1 = count[1],

c2 = count[2];

always @ (posedge reset or posedge clock) if (reset == 1'b1) count[0] <= 1'b0;

else if (toggle == 1'b1) count[0] <= ~count[0]; always @ (posedge reset or negedge c0)

if (reset == 1'b1) count[1] <= 1'b0;

else if (toggle == 1'b1) count[1] <= ~count[1]; always @ (posedge reset or negedge c1)

if (reset == 1'b1) count[2] <= 1'b0;

else if (toggle == 1'b1) count[2] <= ~count[2]; always @ (posedge reset or negedge c2)

if (reset == 1'b1) count[3] <= 1'b0;

else if (toggle == 1'b1) count[3] <= ~count[3];

endmodule

**TESTBENCH**

module ripple\_counter\_t ; reg clock,toggle,reset; wire [3:0] count ;

ripple\_counter r1 (clock,toggle,reset,count); initial

clock = 1'b0; always

#5 clock = ~clock; initial

begin

reset = 1'b0;toggle = 1'b0;

#10 reset = 1'b1; toggle = 1'b1;

#10 reset = 1'b0;

#190 reset = 1'b1;

#20 reset = 1'b0;

#100 reset = 1'b1;

#40 reset = 1'b0;

#250 $finish; end

initial

$monitor ($time, " output q = %d", count);

Endmodule

**SRFlipflop**

module SR\_ff(q,qbar,s,r,clk); output q,qbar;

input clk,s,r; reg tq;

always @(posedge clk or tq) begin

if (s == 1'b0 && r == 1'b0) tq <= tq;

else if (s == 1'b0 && r == 1'b1) tq <= 1'b0;

else if (s == 1'b1 && r == 1'b0) tq <= 1'b1;

else if (s == 1'b1 && r == 1'b1) tq <= 1'bx;

end

assign q = tq; assign qbar = ~tq;

endmodule

**TESTBENCH**

module SR\_ff\_test;

reg clk,s,r;

wire q,qbar; wire s1,r1,clk1;

SR\_ff sr1(q,qbar,s,r,clk); assign s1=s;

assign r1=r; assign clk1=clk; initial

clk = 1'b0; always

#10 clk = ~clk; initial

begin

s = 1'b0; r = 1'b0;

#30 s = 1'b1;

#29 s = 1'b0;

#1 r = 1'b1;

#30 s = 1'b1;

#30 r = 1'b0;

#20 s = 1'b0;

#19 s = 1'b1;

#200 s = 1'b1; r = 1'b1;

#50 s = 1'b0; r = 1'b0;

#50 s = 1'b1; r = 1'b0;

#10 ;

end always

#5 $display($time," clk=%b s=%b r=%b ",clk,s,r); initial

#500 $finish;

endmodule

**TFlipflop**

module t\_ff(q,qbar,clk,tin,rst); output q,qbar;

input clk,tin,rst; reg tq;

always @(posedge clk or negedge rst) begin

if(!rst)

tq <= 1'b0; else

begin if (tin)

tq <= ~tq; end

end

assign q = tq; assign qbar = ~q;

endmodule

TESTBENCH

module t\_ff\_test; reg clk,tin,rst; wire q,qbar;

t\_ff t1(q,qbar,clk,tin,rst); initial

clk = 1'b0; always

#10 clk = ~clk; initial

begin

rst = 1'b0; tin = 1'b0;

#30 rst = 1'b1;

#10 tin = 1'b1;

#205 tin = 1'b0;

#300 tin = 1'b1;

#175 tin = 1'b0;

#280 rst = 1'b0;

#20 rst = 1'b1;

#280 tin = 1'b1;

#10 ;

end initial

#2000 $finish;

endmodule

**Serial adder**

module serialadder(clk,rst,pload,adata,bdata,enable,pout);

input clk,rst,pload,enable;

input [7:0] adata, bdata;

output [7:0] pout;

wire shiftrega\_lsb, shiftregb\_lsb;

reg [7:0] shiftrega, shiftregb, shiftregc;

wire sum,cout, sum\_del, cout\_del;

reg holdc;

// instantiated the full adder ( combo circuit)

full\_adder\_1bit bit\_adder\_inst(shiftrega[0],shiftregb[0],holdc,sum,cout);

assign pout=shiftregc;

assign sum\_del = sum & enable;

assign cout\_del = cout & enable;

// sequential block -- shift registers and shifting logic

always@(posedge clk or rst )

begin

if (rst) begin

shiftrega<=8'd0;

shiftregb<=8'd0;

shiftregc<=8'd0;

end else if(pload ) begin

shiftrega<=adata;

shiftregb<=bdata;

shiftregc<=8'b0;

end else if(enable) begin

shiftrega <=shiftrega>>1;

shiftrega[7]<=shiftrega\_lsb;

shiftregb<=shiftregb>>1;

shiftregb[7] <=shiftregb\_lsb;

shiftregc <=shiftregc>>1;

shiftregc[7] <=sum\_del;

end

end

// combo logic

assign shiftrega\_lsb=shiftrega[0];

assign shiftregb\_lsb=shiftregb[0];

always@(posedge clk or rst)

begin

if(rst) begin

holdc <=1'b0;

end else if(enable)

holdc<=cout\_del;

else

holdc<=1'b0;

end

endmodule

**TESTBENCH**

module serialadder\_tb;

reg clk,rst,pload,enable;

reg [7:0] adata,bdata;

wire [7:0]pout;

// DUT serial adder instance

serialadder DUT\_serial\_adder(clk,rst,pload,adata,bdata,enable,pout);

// clock generation 100 Mhz frequency

always

#5 clk=~clk;

initial

begin

clk=1'b0;

rst=1'b1;

pload=1'b0;

enable = 1'b0;

#10

rst=1'b0;

#10

pload=1'b1; enable=1'b0;

$display ($time, " On Reset : adata=%0h, bdata=%0h, pout=%0h", adata, bdata, pout);

adata=8'd1;bdata=8'd2;

$display ($time, " First Data - Data Inputs loaded: adata=%0h, bdata=%0h, pout=%0h", adata, bdata, pout);

#10

pload=1'b0;enable=1'b1;

#200

$display ($time, " First Data Serial addition completed: adata=%0h, bdata=%0h, pout=%0h", adata, bdata, pout);

rst=1'b0;

#10

pload=1'b1; enable=1'b0;

adata=8'd2;bdata=8'd3;

#10

$display ($time, " Second Data - Data Inputs loaded: adata=%0h, bdata=%0h, pout=%0h", adata, bdata, pout);

pload=1'b0;enable=1'b1;

#200

$display ($time, " Second Data Serial addition completed: adata=%0h, bdata=%0h, pout=%0h", adata, bdata, pout);

$finish;

end

// dump waveforms in cadence format

initial begin

`ifdef CAD\_DUMP\_ON

$recordfile("adder.trn");

$recordvars("depth=0");

`endif

`ifdef VCD\_DUMP\_ON

$dumpfile("adder.vcd");

$dumpvars("depth=0");

`endif

end

endmodule

module full\_adder\_1bit(a,b,ci,s,co);

input a,b,ci;

output s,co;

assign s = (a^b^ci);

assign co = ((a&b) | (b&ci) | (ci & a));

endmodule

**Moore Sequential Machine**
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**module** state\_machine\_moore**(**clk**,** reset**,** in**,** out**);**

**parameter** zero**=**0**,** one1**=**1**,** two1s**=**2**;**

**output** out**; input** clk**,** reset**,** in**;**

**reg** out**; reg** **[**1**:**0**]** state**,** next\_state**;**

// Implement the state register

**always** **@(posedge** clk **or** **posedge** reset**)** **begin**

**if** **(**reset**)**

state **<=** zero**;**

**else**

state **<=** next\_state**;**

**end**

**always** **@(**state **or** in**)** **begin**

**case** **(**state**)**

zero**:** **begin** //last input was a zero out = 0;

**if** **(**in**)**

next\_state**=**one1**;**

**else**

next\_state**=**zero**;**

**end**

one1**:** **begin** //we've seen one 1 out = 0;

**if** **(**in**)**

next\_state**=**two1s**;**

**else**

next\_state**=**zero**;**

**end**

two1s**:** **begin** //we've seen at least 2 ones out = 1;

**if** **(**in**)**

next\_state**=**two1s**;**

**else**

next\_state**=**zero**;**

**end**

**default:** //in case we reach a bad state out = 0;

next\_state**=**zero**;**

**endcase**

**end**

// output logic

**always** **@(**state**)** **begin**

**case** **(**state**)**

zero**:** out **<=** 0**;**

one1**:** out **<=** 0**;**

two1s**:** out **<=** 1**;**

**default** **:** out **<=** 0**;**

**endcase**

**end**

**endmodule**

**Test Bench**

timescale 1ns**/**1ps

`include "state\_machine\_moore.v"

**module** state\_machine\_moore\_tb **;**

**reg** clk**,** reset**,** in**;**

**wire** out**;**

// instantiate state machine

state\_machine\_moore DUT **(**clk**,** reset**,** in**,** out**);**

**initial**

**forever** **#**5 clk **=** **~**clk**;**

**initial** **begin**

reset **=** 1'b1**;**

clk **=** 1'b0**;**

in **=** 0**;**

**#**6**;**

reset **=** 1'b0**;**

**for** **(integer** i**=**0**;** i**<** 10**;** i**=**i**+**1**)** **begin**

**@(negedge** clk**);** #1;

in **=** $random**;**

**if** **(**out **==** 1'b1**)**

$display **(**"PASS : Sequence 11 detected \n"**);**

**end**

**#**50**;**

$finish**;**

**end**

**endmodule**

**0/0 1/0**

**0/0**

**1/1**

**one1**

**zero**

**Mealy state Machine**

**module** state\_machine\_mealy **(**clk**,** reset**,** in**,** out**);**

**input** clk**,** reset**,** in**;**

**output** out**;**

**reg** out**,** state**,** next\_state**;**

**parameter** zero**=**0**,** one**=**1**;**

//Implement the state register

**always@(posedge** clk, **posedge** reset**) begin**

**if** **(**reset**)**

state **<=** zero**;**

**else**

state **<=** next\_state**;**

**End**

**always** **@(**in **or** state**)**

**case** **(**state**)**

zero**:** **begin**

// last input was a zero

out**=**0**;**

**if** **(**in**)**

next\_state **=** one**;**

**else**

next\_state **=** zero**;**

**end**

one**:** **begin** //seen one

**if** **(**in**)** **begin**

next\_state **=** one**;**

out**=**1**;**

**end** **else** **begin**

next\_state **=** zero**;**

out**=**0**;**

**end**

**end**

**endcase**

**endmodule**

**Test bench**

`timescale 1ns**/**1ps

`include "state\_machine\_mealy.v"

**module** state\_machine\_mealy\_tb **;**

**reg** clk**,** reset**,** in**;**

**wire** out**;**

// instantiate state machine

state\_machine\_mealy DUT **(**clk**,** reset**,** in**,** out**);**

**initial**

**forever** **#**5 clk **=** **~**clk**;**

**initial** **begin**

reset **=** 1'b1**;**

clk **=** 1'b0**;**

in **=** 0**;**

**#**6**;**

reset **=** 1'b0**;**

**for** **(integer** i**=**0**;** i**<** 10**;** i**=**i**+**1**)** **begin**

**@(negedge** clk**);** #1;

in **=** $random**;**

**if** **(**out **==** 1'b1**)**

$display **(**"PASS : Sequence 11 detected i=%d\n“, i**);**

**end**

**#**50**;**

$finish**;**

**end**

![](data:image/png;base64,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)